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ABSTRACT

The fisheries industry is highly complex, requiring information technology to support data recording,
information management, and sales forecasting. At Kampunglawo, a sales information system has
been developed to manage transactions and track shipments of fishery products. However, the sales
forecasting systems were developed separately, with different architectures and underlying data struc-
tures, necessitating data duplication and restructuring and resulting in inefficiencies. The objective
of this research is to develop an Application Programming Interface (API) that connects the two sys-
tems, enabling data sharing without redundancy. The methods used were literature review, system
requirements analysis, design, implementation, functional and performance testing, and evaluation.
The results of this research show that the developed API can synchronize data between the sales and
forecasting systems with high efficiency. Testing showed that for 1, 10, and 50 synchronized data sets,
the server response ratio was 1:1,057:1,869, with an increase in processing time of only 41.7% for
the largest data volume. The conclusion of this research shows that using APIs can reduce processing
time and eliminate the need for data restructuring, thereby increasing the efficiency of the company’s
information system integration.
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1. INTRODUCTION
The utilization of digital information systems in the fisheries sector has a strategic role to improve distribution efficiency and

accuracy in decision-making [1]. Digitalization of the system can support the tracking of catch shipments and provide projections of
sales potential based on historical data and environmental parameters [2, 3]. Due to various needs, the systems built are not always
the same, so differences in data processing, application components, and system development are inevitable [4].

The fisheries industry is one of the strategic sectors for food security and maritime economy, especially in Indonesia. Along
with the increasing market demand and the complexity of the seafood supply chain, fisheries businesses, both large companies
and MSMEs, are developing information systems that can encourage quick and precise decision-making, from the sales process to
predicting the results of both fish and sales data [5]. This factor makes the development of multi-platform-based systems [6] such
as desktop, mobile, and web-based, have become an important and urgent need so that information can be accessed anytime and
anywhere, both from collectors and at the company management scale [7].

In their implementation, information systems generally use two main types of databases: relational (SQL) databases [8] to han-
dle structured data, and non-relational (NoSQL) databases for other unstructured data, such as fishing weather or measuring package
delivery, etc [9, 10]. Relational databases (SQL) such as MySQL or PostgreSQL are commonly used for structured transaction data
processing [11]. In contrast, NoSQL, such as MongoDB, is more suitable for managing large amounts of data that do not always
have a fixed format [12]. However, not all systems can be merged due to the time of system creation and cost reasons for the merger,
so other ways are needed so that, even though different platforms, data exchange between systems is still established [13]. Although
each type of database has its own advantages, integration between them is still a challenge, especially when used in cross-platform
systems [14].

To bridge the communication between separate databases with different system architectures efficiently and securely, an Ap-
plication Programming Interface (API) is needed [15] that can manage data flow effectively. Good API development allows cross-
platform applications to access data, such as sales data and prediction data, without having to know the technical details of each
database [16, 5]. In addition, APIs can be used to simplify the data synchronization process, maintain information consistency, and
increase system response speed [17]. API Gateway is proven to optimize control over data traffic from various databases, in terms
of security and access speed [18]. In modern systems running across multiple platforms, the main challenge is ensuring consistent,
fast, and secure data access. APIs must be designed efficiently to support maximum performance for each application that exchanges
data [19]. Another challenge is whether the required data is stored in databases that have different structures and different system
architectures [17]. APIs must be built to have good resilience and reliability so that the two systems that will communicate with each
other are not interrupted in carrying out each existing function [18].

Research conducted [20] uses GvdsSQL, a unified access technology for heterogeneous databases in wide-area environments.
This system builds adaptive middleware for various DBMSs and extracts metadata to form a unified access model. GvdsSQL provides
request resolution and multi-level caching mechanisms so that queries to multiple relational and non-relational databases can be
served through a single, high-performance, centralized interface. While it provides a powerful, unified approach to integrating
heterogeneous databases, the research relies on metadata from various DBMSs, which is often inconsistent and of varying quality.

Research conducted [20] designed a unified query platform as middleware that enables standardized query execution against
various NoSQL data stores (key-value, document, column, graph) through a single query mechanism. The main focus of this research
is how the middleware hides the differences in data models and query languages to facilitate the use of a single interface layer. This
research has the weakness that unifying query mechanisms in the middleware can overabstract the unique features of each NoSQL
type, preventing the optimal utilization of specific capabilities, such as nested document structures, column operations, or graph
traversal.

Study [21] proposes a middleware model, SQL-to-NoSQL Query Translation (SQL-No-QT), that serves as an intermediary
layer between legacy RDBMS-based applications and MongoDB. The middleware aims to translate basic SQL operations (SELECT,
INSERT, UPDATE, DELETE, including some joins) into MongoDB document queries, then returns the results to the application as
if they came from a relational database. The weakness of this research on the SQL-No-QT middleware model, which translates basic
SQL operations into MongoDB document queries, remains limited in handling the complexity of SQL features, especially multi-table
join operations with strong relational dependencies.

Research by [22] evaluated the role of API Gateway in improving access speed and security in multi-platform systems. While
this solution improves data traffic management, the study did not synchronize datasets between two systems with different structures
and architectures. [23] introduces middleware based on a service-oriented architecture (SOA) to provide integrated access to het-
erogeneous database systems. This middleware allows applications to interact with multiple different data systems without needing
to know the internal details of each (e.g., database type, location, data format). However, SOA-based middleware can introduce
overhead, degrading performance under high loads.
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Based on previous research, this study offers the novelty of developing middleware for heterogeneous database integration
that not only provides unified access but also addresses the major weaknesses of the unified access, unified query, and SQL–NoSQL
translation models identified. Unlike previous research [20] which is highly dependent on metadata quality, this study proposes an
integration mechanism that does not rely entirely on uniform metadata. Instead, it utilizes dynamic mapping strategies and adaptive
abstractions that are more tolerant of schema differences. In addition, this study does not adopt a rigid query unification approach
as in the previous study [24] which results in the loss of typical NoSQL features; instead, the proposed middleware accommodates
database-specific features by providing an adaptation layer that preserves each DBMS’s native capabilities. Compared to research
[21] which can only translate basic SQL operations to MongoDB and cannot handle joins.

This research was conducted at Tampunglawo, a company engaged in fisheries that exports fish from North Sulawesi to various
cities in Indonesia. In this company, a sales system has been developed to assist companies in selling their marine products. This
system uses a tracking system for shipping goods to customers, built with the Flask architecture and MongoDB as the NoSQL
database, and is developed in Python. While in development, a prediction system was developed to forecast the company’s sales trend,
enabling stakeholders to make timely, informed decisions to increase sales [7, 25, 26]. This prediction system was developed with an
Apache server architecture with a PHP backend [27]. This system is embedded with a structured database that is used for prediction.
The developed sales prediction system really needs data from the sales information system, which is developed on a different database
and even a different architecture [17]. As a consequence, to operate the prediction system, it is necessary to duplicate and restructure
the data so that the prediction system’s database can recognize and process the existing records. This process is time-consuming and
labor-intensive, as it requires personnel with sufficient expertise in the two distinct database structures employed by the respective
systems. Moreover, this issue reduces organizational productivity, even though both systems were originally developed to enhance
the company’s overall efficiency. Due to this problem, a way is needed to bridge the two systems without disrupting the running
system [28].

This research aims to design and develop an API [29, 15] that can help synchronize data across SQL and NoSQL databases in
this company’s multi-architecture system. With this approach, it is expected that data communication between systems is much easier
and can support communication between two systems. APIs (Application Programming Interfaces) facilitate the secure, standardized
exchange of data between systems. One commonly used API approach is the RESTful API due to its simplicity and ability to
handle HTTP protocol-based requests [19]. The developed API must be evaluated using appropriate testing methodologies. Previous
studies have evaluated aspects such as source code, functionality, and query-based performance [25–27]. However, no prior research
has examined performance testing in the context of dataset synchronization between two heterogeneous systems. Therefore, one
objective of this study is to conduct a direct performance evaluation during dataset synchronization across the two systems.

2. RESEARCH METHOD
In this study, the research workflow is structured into seven systematic stages to ensure methodological rigor and comprehensive

outcomes. The process begins with an extensive literature review to establish the theoretical foundation and identify relevant gaps
pertinent to the research objectives. A detailed analysis of system requirements follows this to define functional and non-functional
specifications. Subsequently, the design phase focuses on developing an Application Programming Interface (API) architecture
aligned with the identified requirements. The API is then implemented using the selected technologies and development frameworks.
After implementation, a series of testing and evaluation activities is conducted to assess performance, reliability, and compliance
with the expected criteria. The final stage involves compiling the research results into a comprehensive report. The overall research
workflow is illustrated in Figure 1, which outlines each stage.
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Figure 1. Research steps

2.1. Literature study

In the literature review phase, the researcher collected, mapped, and analyzed scientific references relevant to the research
focus: the development of middleware for heterogeneous database integration in multi-architecture systems, specifically for fisheries
MSMEs in North Sulawesi. The main focus of the literature study covers three groups of materials. First, fundamental theories and
concepts regarding heterogeneous database integration, covering the characteristics of relational (SQL) and non-relational (NoSQL)
database management systems, data storage models, differences in schema structures, and cross-platform data synchronization mech-
anisms. Literature related to interoperability, data federation, and middleware models for heterogeneous systems is also discussed.

Second, the researchers reviewed prior research and solutions on API development as middleware for system integration.
This study covered RESTful API, GraphQL, and RPC-based API architectures, including their advantages and limitations in multi-
architecture environments. The literature review also included an analysis of best practices for building APIs capable of handling
differences in data structures, serialization formats (JSON, XML, BSON), authorization mechanisms (OAuth, JWT), and endpoint
standardization to enable consistent operations across two databases.

Third, the study focused on frameworks, supporting technologies, and tools potentially used in the research, such as Node.js,
Express.js, Spring Boot, Python Flask/FastAPI, or Golang as middleware development platforms. The researchers also reviewed
database technologies such as MySQL, PostgreSQL (SQL), MongoDB, Cassandra, and Firebase (NoSQL), including differences in
performance, transaction models, and compatibility with the middleware being developed. Literature on multi-platform architecture
and integration challenges in small- and medium-scale systems such as fisheries MSMEs is crucial given the research context, which
focuses on North Sulawesi Fisheries MSMEs. Furthermore, the researchers reviewed middleware development models implemented
in the small- and medium-sized industry sector across various regions to gain insight into the common problems faced by MSMEs.

The results of this literature review were systematically analyzed to identify research gaps, map the strengths and weaknesses
of existing approaches, and determine the most appropriate methodology and technology for the research. Thus, the results of the
literature review provide an understanding of relevant theories and technologies, serving as a basis for formulating system require-
ments, designing middleware, and selecting an appropriate API architecture to support data integration in North Sulawesi fisheries
MSMEs.
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2.2. System requirements analysis
System requirements analysis is a system requirements analysis process that aims to comprehensively identify all functional and

non-functional requirements that must be met by middleware development. In this study, the analysis was conducted by considering
the characteristics of the fisheries MSME system in North Sulawesi, which uses two different types of databases: SQL and NoSQL,
and has a heterogeneous system architecture. Researchers identified functional requirements, including the middleware’s ability to
perform two-way data synchronization, convert data structures between SQL and NoSQL, handle data reads and writes, and provide
an API accessible to both systems.

In addition to functional aspects, non-functional requirements were also analyzed to ensure the middleware can operate stably
in the MSME’s operational environment. Non-functional requirements identified include data security, system reliability, synchro-
nization process performance, API response time, and scalability. The middleware must maintain data integrity during transfer,
protect access with authentication and authorization, and minimize the risk of data corruption due to differences in structure or access
load. This analysis also includes the need for middleware compatibility with the hardware and software used by fisheries MSMEs,
which generally have limited resources. The results of the requirements analysis are then used as a basis for designing the API
architecture, selecting the most appropriate technology, and ensuring that the middleware built can effectively and securely bridge
system differences.

2.3. API design
API design is a crucial phase in middleware development because it determines how communication, data processing, and

system integration will be performed. At this stage, researchers designed the structure and architecture of an API capable of bridging
two systems with different architectures and databases, namely SQL and NoSQL. The design process began by defining endpoints that
represent the main functions required by fisheries MSMEs, such as managing production data, transactions, inventory, or distribution.
Each endpoint was designed following RESTful principles to ensure the API is easily accessible, stateless, and interoperable across
platforms.

In addition to endpoints, the design phase also determined the data exchange format, such as JSON, chosen for its flexibility
and compatibility with both types of databases. Researchers also defined a data transformation mechanism to address the differ-
ences in schema structure between structured SQL and the more flexible NoSQL. This included designing data mapping, schema
normalization, and data type conversion to ensure consistency between the two systems during synchronization.

Security aspects were also a crucial part of API design. The API design also defines authentication and authorization mech-
anisms, for example through the use of token-based authentication like JWT, to ensure that endpoint access is only granted by
administrators. Furthermore, the API design includes error handling, standard HTTP status codes, and a uniform response structure
to simplify integration management and analysis.

The API design also defines the API’s internal communication flow, including request handling, routing, a business logic layer,
and a database abstraction layer that connects the middleware to two heterogeneous databases. This design ensures that the API
functions efficiently, does not disrupt existing MSME operational systems, and can adapt to evolving data synchronization needs.
The API design serves as the foundation for middleware development, ensuring that the API implementation runs optimally and
securely and integrates data from systems and databases with varying characteristics within the fisheries MSME ecosystem in North
Sulawesi.

2.4. API implementation
API implementation is the realization phase of the previously formulated API design. This phase involves translating the

entire architecture, endpoint structure, and data communication mechanisms into program code that can be integrated with systems
using SQL or NoSQL databases. API implementation begins by building a development environment compatible with the selected
technologies, using Node.js and Express.js, and establishing connections to both databases. Researchers implemented a database
abstraction layer that serves as an intermediary between the API and both MySQL and MongoDB, enabling the API to interact with
both relational and non-relational databases without disrupting the structure or operation of either system.

Each designed endpoint is implemented as a function that handles requests, processes business logic, validates data, and for-
wards the request to the relevant database. Implementation includes creating data transformation and schema-mapping mechanisms
to ensure that SQL data can be correctly converted to a NoSQL-compatible format and vice versa. Furthermore, transaction control
and data consistency management are implemented to address differences in the structure and storage properties of the two databases,
particularly when bidirectional synchronization is required.
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Each API operation was tested modularly during implementation to ensure no disruption to the existing fisheries MSME
systems. Furthermore, researchers ensured that the middleware could run in resource-constrained environments, given that many
MSMEs lack robust IT infrastructure. The implementation process also included performance adjustments, such as query optimiza-
tion, index settings, and caching, if necessary, to ensure the API delivered good response times as data volumes increased. The API
implementation resulted in functional, secure, and compatible middleware with heterogeneous system architectures, ensuring optimal
integration of SQL and NoSQL systems within the operational environments of fisheries MSMEs in North Sulawesi.

2.5. API testing

API testing is a crucial process in this research to ensure that the developed middleware functions correctly, stably, and effi-
ciently in integrating two heterogeneous database systems. Testing is conducted using two main approaches: functional testing and
performance testing. In functional testing, each API endpoint is tested to verify that its implemented functions perform as specified.
This testing includes verifying the API’s ability to read, write, update, and delete data on both systems, as well as ensuring that data
transformation and synchronization between SQL and NoSQL are accurate and consistent. Data integrity validation is performed at
this stage to ensure that no data is lost, duplicated, or corrupted during synchronization. Performance testing is conducted to evaluate
the API’s ability to handle real-world workloads in the operational environment of a fisheries MSME. This testing includes measuring
API response times, the middleware’s ability to handle high request volumes, and the total time required to synchronize data across
systems.

Performance testing also helps identify potential bottlenecks that could hinder the integration process, enabling optimizations
before the middleware is fully operational. Through this series of structured tests, researchers ensured that the API not only functioned
as intended but also delivered optimal, secure, and stable performance when integrating data into the multi-architecture system of
fisheries MSMEs in North Sulawesi. These test results then served as the basis for evaluating and refining the API in the next phase.

2.6. 2.6 Evaluation and report

The evaluation and reporting phase is the final phase of this research, serving to comprehensively assess the effectiveness,
reliability, and performance of the developed middleware and to document the entire research process. The evaluation is based on
API testing results, both functional and performance, to ensure that the middleware can integrate SQL- and NoSQL-based systems
consistently, accurately, and efficiently. At this stage, researchers assess the extent to which the API meets the functional requirements
established in the analysis phase, including two-way synchronization capabilities, the management of data structure differences, and
the accuracy of information transformation between platforms. Furthermore, non-functional aspects such as response time, system
stability, error resilience, and the API’s ability to operate within the limited infrastructure of MSMEs are also part of the evaluation.

The evaluation process involves reviewing performance benchmarking results, such as latency levels, the volume of processable
data, and total synchronization time. Using these parameters, researchers analyze potential bottlenecks, data inconsistencies, and
system weaknesses that could affect the middleware’s future scalability.

After analyzing all evaluation results, the research provides recommendations for further development, including improving
the synchronization algorithm, strengthening API security, and adapting the middleware for larger MSMEs. The evaluation and report
stage not only assesses the success of the developed solution but is also important for developing a better integration system in the
future.

3. RESULT AND ANALYSIS

3.1. System Development

There are two systems developed in the company, which have different architectures and data structures even though the data
used is the same. The 2 systems are the sales information system which is used in making sales every day and the prediction system
which is used to see predictive data for the future using sales data contained in the sales information system. The sales system can be
seen in Figure 2.
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Figure 2. Display for sales system

The sales system is built on the Flask framework and uses NoSQL in data handling due to the delivery tracking feature
embedded in the product delivery courier—sales prediction system, where this system runs on an Apache server by handling data
using MySQL. The prediction system uses SQL-based data because it is used to see future sales prediction data. With structured data,
it makes it easier for prediction linear regression algorithm to run well. The prediction system for product sales can be seen in Figure
3.

Figure 3. Prediction system for product sales

3.2. Implementation of API on the system

Research was conducted with the fetchData() main function, which is used to construct a response structure consisting of
three elements, namely status: HTTP code (200 signifying success), message: status message, and data: containing an array of sales
prediction data in kilograms. The response structure is then converted into JSON format using the json encode() function and sent
with the Content-Type: application/json header setting. The API flowchart for the prediction system can be seen in Figure 4.
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Figure 4. API flowchart for the prediction system

In the Sales System, an API was created to allow the prediction system to pull transaction data from the sales database
automatically. This API is built with the Flask framework and provides transaction data based on the time range specified by the from
and to parameters. The resulting data is packaged in JSON format for easy access and processing by the prediction system. The API
pseudocode for the sales system can be seen in.

start
Function: get orders(from date, to date)

Input:
- from date:(format: YYYY-MM-DD)

- to date:(format: YYYY-MM-DD)
proccess:

1. Create a query
2. If from date and to date are

available:
-Create a query filter based on

the field ’order date’
-order date must be in between
from date hour 00:00:00 and

to date hours 23:59:59
3. Retrieve data from the database
(orders collection) according to

filter query and convert the
result to list form

4. For each order data:
- Change the value of field id field value to a string

- convert to JSON
Output:

- JSON response:
{

status: 200,
message: ”Berhasil menarik

data prediksi”,
data: [list data order]

}
stop
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As shown in the pseudocode, the main function used in this API is get orders(). The initial input is to enter the from date
and to date data according to the format. Next in the process, a query filter is run based on the order date that has been created.
Then based on the query function, the API retrieves data from the database and converts it into a list with the condition that the
field id value must be changed to a string. Furthermore, all retrieved data is converted to JSON format. If all processes are complete,
the output is a JSON-based response. This implementation allows efficient data exchange between two systems built with different
technologies, namely Python and PHP.

API development begins on the prediction system. In the prediction system, the implementation process begins with creating a
native PHP API that provides sales prediction data in JSON format. This API packages the data from the linear regression algorithm’s
previously run prediction results into a format that can be directly accessed and utilized by the sales system.

This API is then accessed by the sales system through the JavaScript fetch API, without re-storing the data. The fetched data
is displayed as a line graph using the Chart.js library. This allows real-time, interactive visualization of prediction data, as shown in
Figure 5.

Figure 5. Visualization of sales forecasting

From Figure 4, it can be concluded that the implementation of the API in a Linear Regression-based sales prediction system
has proven to be able to simplify data integration between different database systems. Visualizing prediction results through an
interactive interface improves the effectiveness of managerial decision-making.

3.3. API Function Testing
In functionality testing, the embedded API is run to see if the input and output are correct or not. This is done by accessing

the API generated by the prediction or sales system. This way, we can determine whether the resulting output matches the desired
results. The results of the prediction system API testing are shown in Table 1.

Table 1. Testing on the prediction system API

Tested function Input Output Result
Access API on sales Access Display Data
Prediction system api.php file JSON data displayed
Fetch data via API Using the Retrieval of The graph

fetch() function prediction data displayed on the sales system prediction chart appears according to the data

Table 1 shows the functional testing results of the API developed for the sales prediction system. This testing aimed to ensure
that the API functioned as intended, both in sending and displaying prediction data to the sales system. The first scenario aimed to
ensure that the API could provide a response according to specifications when accessed directly. The api.php API is the primary
endpoint that sends prediction data calculated using the Linear Regression algorithm from a MySQL database. The test results
showed that the API responded correctly, producing output in JSON format containing prediction values such as month, total sales,
and growth rate. This indicates that the connection between the server, database, and data processing logic was running normally
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without errors. Success at this stage proves that the API has fulfilled its basic function as a data provider for other external systems.
The second scenario tested the integration between the prediction system and the sales system using a real-time data communication
approach. The sales system, built using the Flask framework (Python) and the MongoDB database, invoked data from the prediction
system’s API using the fetch() function. The test results showed that the prediction data was successfully retrieved and visualized
using Chart.js, without the need for re-storage in the sales system database. The graph that appears shows the prediction trend that
matches the calculation results in the prediction system, which means that communication between the systems was carried out
correctly and efficiently. In the next scenario, the fetch () function is activated where the desired output is that the data stored in
the prediction system can also be displayed to the sales system in the form of graphs. The results of the 2 scenarios show that all
scenarios produce appropriate results. Furthermore, testing from the sales system side. In the sales system, the test is carried out by
synchronizing sales data to the prediction system database via API. The results of the data synchronization in the sales prediction
system can be seen in Figure 6.

Figure 6. Data synchronization results on sales prediction system

Figure 6 shows the interface display of the data synchronization results in the sales prediction system after the API integration
was successfully implemented. This page is part of the transaction management module, where sales data from the sales system
(Flask–MongoDB) has been automatically synchronized into the prediction system that has been developed.

Table 2 describes the function testing of the API in the sales system. In the sales system, 2 conditions are tested, namely access
to the prediction system API and synchronization of sales data. In the first condition, the input given from the sales system API is
access to prediction data based on the existing time where the desired output is JSON data containing prediction data. In the second
condition, is to synchronize where there is a synchronize button in the prediction system which retrieves sales data to be used in
the prediction system. In this case the API successfully provides sales data without duplication to the prediction system. This way,
testing on 2 conditions produces the right results according to the input given.

Table 2. Function Testing On Sales System API

Tested Function Input Output Result
Access Prediction API Access prediction data based on time unit JSON containing prediction data JSON Data

Synchronize to prediction system Click the synchronize button in the prediction system Sales data is saved without duplication Data is saved

Table 2 shows the test results of the main API functions in the sales system after successful integration with the prediction
system. The first test was conducted to ensure that the data communication process between the two systems ran as expected, both in
terms of predictive data retrieval and sales data synchronization. This function aimed to test whether the sales system could retrieve
predicted sales data from the prediction system via the API with specific time parameters. When the user selects a time period, the
sales system sends a request to the API endpoint in the prediction system. The test results showed that the request was successfully
processed and produced output in JSON format containing the results of the prediction algorithm calculations (Linear Regression).
This JSON data was then displayed on the sales system interface, such as in a prediction graph or report table. The success of this
function demonstrated that the API can function bidirectionally, not only sending data to the prediction system but also receiving
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analysis data from the system in real time. The second test was conducted to verify the API’s ability to synchronize sales data from
the Flask–MongoDB system to the Apache–MySQL prediction system. When the user clicked the synchronize button, the API sent
all the most recent transaction data to the prediction system. On the prediction system side, the data is stored with automatic checks
to avoid duplicate entries (for example, based on transaction ID or timestamp). Test results show that the synchronization process is
stable and accurate new data is successfully stored in the prediction system without any reproduction of pre-existing data.

3.4. API Performance Testing

In this test, the API in the prediction system will be tested to synchronize data from the sales system. This is made to see the
performance of the API in synchronizing the required data. This is done because the prediction system has a repetitive frequency
of pulling sales data based on data from the sales system. The synchronization scheme can be seen in Figure 7. In this test,
synchronization is carried out on several sales data sets in order to see several aspects, namely the amount of data, the speed of the
server in responding, and the amount of data sent.

Figure 7. System testing topology scheme

Figure 7 depicts the topology scheme of the system testing (system topology testing) used to test communication and data
integration between two systems of different architectures, namely: the Prediction System and the Sales System which are connected
via the Application Programming Interface (API). This topology testing proves that the system is able to run in an integrated manner
in multi-platform and multi-database playback, thus supporting the efficiency of data-based decision making in the company. An
example of observation in this test can be seen in Figure 8. The system is synchronized and then inspected for information related
to the data that has been synchronized. The measurement method involves the user synchronizing a certain amount of data from the
database to the system. Then, several criteria are inspected, such as the amount of data, the server’s response time, and the total time
required for synchronization.
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Figure 8. Data synchronization via API

From Figure 8, it can be seen that the results of data synchronization performance testing via the API using developer tools
were used to measure the API’s performance in sending and receiving data between systems, especially between the sales system
and the prediction system. From the test results, it is known that the request status is 200 OK (meaning the API is running normally
without errors), the data size (payload) is approximately 6.8 KB, and the total synchronization time is ± 806 ms. These values
indicate that the API can synchronize small to medium-sized datasets in under 1 second, which is very fast and efficient for web-
based transactions. In addition, the Timing Breakdown section shows the process stages that go through data Queuing & Waiting with
the waiting time before the sending process begins, Request Sent & Waiting (TTFB) with the time required for the server to respond
for the first time, and Content Download with the time to download the response results from the server. From the test results, most
of the time is spent waiting for the server response, indicating that the main processing time occurs on the server-side API, not in the
data download process.

After the synchronization test, the results are divided by the amount of data the API performance evaluation measured across
varying levels of synchronization. Three performance indicators were assessed: data size, server response time, and total synchro-
nization time. The API Performance test results are shown in Table 3.

Table 3. Pembagian data untuk Training dan Testing

Amount of Data Data Size Server Response Timing
1 data 0.9 kb 759.64 ms 763.68 ms
10 data 7.79 kb 802.95 ms 806.34 ms
50 data 36.9 kb 1.42 s 1.83 s

From Table 3 above, it can be seen that for a single record (0.9 kb), the server response time was 759.64 ms, with a total syn-
chronization time of 763.68 ms. When the dataset increased to 10 records (7.79 kb), the server response time rose slightly to 802.95
ms, and the synchronization time reached 806.34 ms. At the largest tested volume of 50 records (36.9 kb), the server response time
was 1.42 seconds, and the total synchronization time was 1.83 seconds. The results demonstrate that, despite the fivefold increase in
data size from 10 to 50 records, the total synchronization time increased only marginally. Specifically, synchronizing 50 records took
just 1.83 seconds, representing only a 41.7% increase over the smallest dataset, rather than the expected linear growth of approxi-
mately 50 times. This finding indicates that the developed API exhibits efficient scalability and minimizes synchronization overhead
even as data volumes increase. These outcomes provide empirical evidence that the API can maintain stable performance across het-
erogeneous systems while ensuring both data integrity and time efficiency. Such performance efficiency is particularly advantageous
in real-world applications, where large-scale data synchronization is required without compromising system productivity.

4. CONCLUSION
This research successfully developed an Application Programming Interface (API) to integrate two systems with different

architectures and databases, namely a Flask–MongoDB (NoSQL)-based sales system and an Apache MySQL (SQL)-based sales
prediction system at the Tampunglawo fisheries company in North Sulawesi. The test results showed that: (1) In functional testing,
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the API functioned well on both systems. The prediction system could send Linear Regression calculation results in JSON format,
while the sales system could retrieve and display the prediction data in real time using Chart.js. (2) In synchronization testing, the
API could transfer sales data from MongoDB to MySQL without duplication. (3) In performance testing, the API demonstrated high
efficiency with an average response time of under 1 second for small to medium data. Even for the most significant data volume (50
records, 36.9 KB), synchronization time increased by only 41.7% compared to the smallest, indicating efficient performance scaling
and high stability. The results of this study demonstrate that RESTful APIs are effective for connecting heterogeneous systems,
improving business process efficiency, and reducing time and effort in data synchronization. The implications of these findings are
twofold. First, the developed API significantly reduces the time and manual effort traditionally required for data restructuring, thereby
enhancing overall system productivity. Second, the API demonstrates the potential to support large-scale data synchronization tasks
without substantial performance degradation, making it highly suitable for Tampunglawo company environments where real-time or
near-real-time interoperability between systems is critical. In future system development, server optimization is required to further
reduce data synchronization time between the two operational systems. Another potential development involves the integration of
cloud-based services to facilitate system management within the Tampunglawo enterprise. In addition, future research should focus
on extending the API beyond its current application for MSMEs such as Tampunglawo, toward broader adoption by other MSMEs
or larger enterprises with diverse business segments.

5. ACKNOWLEDGEMENTS
We would like to thank all our friends at Politeknik Negeri Manado, Manado, Indonesia, and Universitas Lambung Mangkurat,

Banjarmasin, Indonesia, for their support with this project.

6. DECLARATIONS
AI USAGE STATEMENT

During the preparation of this work, the authors used ChatGPT (OpenAI) to improve the language and clarity of the manuscript.
After using this tool, the authors reviewed and edited the content as needed and took full responsibility for the publication’s content.

AUTHOR CONTIBUTION
Christopel H. Simanjuntak, Musfiah, Muhammad Bahit, Cristovani W. Lohonauman, Stenly B. Dodie, and Khamla Nonalinsavath
contributed jointly to conceptualization, methodology, validation, and data interpretation. Their contributions also include writing
the initial manuscript, developing the system, visualizing results, and conducting experiments.

COMPETING INTEREST
The authors declare that there are no conflicts of interest.

REFERENCES
[1] T. Taipalus, “Database management system performance comparisons: A systematic literature review,” Journal of Systems and

Software, vol. 208, p. 111872, Feb. 2024, https://doi.org/10.1016/j.jss.2023.111872.

[2] A. Krasnikov, E. Romanova, and O. Kireeva, “Development of fishery information system for production processes organiza-
tion,” BIO Web of Conferences, vol. 83, p. 03005, 2024, https://doi.org/10.1051/bioconf/20248303005.

[3] R. Kurniawan, “Application of Random Forest Algorithm on Credit Risk Analysis,” Procedia Computer Science, vol. 245, pp.
740–749, 2024, https://doi.org/10.1016/j.procs.2024.10.300.

[4] G. E. Mushi, P.-Y. Burgi, and G. Di Marzo Serugendo, “State of Agricultural E-Government Services to Farmers in Tanzania:
Toward the Participatory Design of a Farmers Digital Information System (FDIS),” Agriculture, vol. 14, no. 3, p. 475, Mar.
2024, https://doi.org/10.3390/agriculture14030475.

[5] I. M. Putrama and P. Martinek, “Heterogeneous data integration: Challenges and opportunities,” Data in Brief, vol. 56, p.
110853, Oct. 2024, https://doi.org/10.1016/j.dib.2024.110853.

Middleware Development for, . . . (Christopel H. Simanjuntak)

https://doi.org/10.1016/j.jss.2023.111872
https://doi.org/10.1051/bioconf/20248303005
https://doi.org/10.1016/j.procs.2024.10.300
https://doi.org/10.3390/agriculture14030475
https://doi.org/10.1016/j.dib.2024.110853


202 ❒ ISSN: 2476-9843

[6] C. Li, Y. Chen, and Y. Shang, “A review of industrial big data for decision making in intelligent manufacturing,” Engineering
Science and Technology, an International Journal, vol. 29, p. 101021, May 2022, https://doi.org/10.1016/j.jestch.2021.06.001.

[7] S. Benjelloun, M. E. M. El Aissi, Y. Lakhrissi, and S. El Haj Ben Ali, “Data Lake Architecture for Smart Fish Farming Data-
Driven Strategy,” Applied System Innovation, vol. 6, no. 1, p. 8, Jan. 2023, https://doi.org/10.3390/asi6010008.
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